D. Anton and School - 2

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

As you probably know, Anton goes to school. One of the school subjects that Anton studies is Bracketology. On the Bracketology lessons students usually learn different sequences that consist of round brackets (characters "(" and ")" (without quotes)).

On the last lesson Anton learned about the regular simple bracket sequences (RSBS). A bracket sequence *s* of length *n* is an RSBS if the following conditions are met:

* It is not empty (that is *n* ≠ 0).
* The length of the sequence is even.
* First ![https://espresso.codeforces.com/a64c1b2df604f8cfa9acf6716a3cc1424488361e.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAATCAQAAAAHF4RYAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBgAABu2TNPQAAAAEGNhTnYAAAAMAAAAFgAAAAEAAAABXDG8igAAAMZJREFUGNN9za1KQ3EAhvHf/3woHFAUx8AjDsXgghxkTgxGDWI32Gx6P6J3Ii54AwoTLJMxrA4NchTDyjbDCWs+5eEtzxvkjo0NNOTuvEVa3l3Y8mDRCZGB4Me9bzUjIn2FntKqDc9WIqkdXbR8CXZjS5o6SomakSdIVcyJCK5MBaicqPufGNStyfyaEgv2tM07s+3FmGU39lHoOiAyUUrxaaJWdRIBpzrWZ/FN145mM3epkFmobhvO9Xw4FBuSuTX0qu9Rkz+HQi0OHDtj3AAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxOS0wNC0yM1QyMTowMDoyNyswMzowMGlBv+0AAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTktMDQtMjNUMjE6MDA6MjcrMDM6MDAYHAdRAAAAIHRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADh4MTQrMTIxKzY0Noo8ik4AAAAmdEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjA6IENNTUk4IDAwMy4wMDIKwPyPuQAAAD90RVh0cHM6U3BvdENvbG9yLTAAdGVtcGE2NGMxYjJkZjYwNGY4Y2ZhOWFjZjY3MTZhM2NjMTQyNDQ4ODM2MWUuZHZpBUVc/gAAAABJRU5ErkJggg==) charactes of the sequence are equal to "(".
* Last ![https://espresso.codeforces.com/a64c1b2df604f8cfa9acf6716a3cc1424488361e.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAATCAQAAAAHF4RYAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBgAABu2TNPQAAAAEGNhTnYAAAAMAAAAFgAAAAEAAAABXDG8igAAAMZJREFUGNN9za1KQ3EAhvHf/3woHFAUx8AjDsXgghxkTgxGDWI32Gx6P6J3Ii54AwoTLJMxrA4NchTDyjbDCWs+5eEtzxvkjo0NNOTuvEVa3l3Y8mDRCZGB4Me9bzUjIn2FntKqDc9WIqkdXbR8CXZjS5o6SomakSdIVcyJCK5MBaicqPufGNStyfyaEgv2tM07s+3FmGU39lHoOiAyUUrxaaJWdRIBpzrWZ/FN145mM3epkFmobhvO9Xw4FBuSuTX0qu9Rkz+HQi0OHDtj3AAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxOS0wNC0yM1QyMTowMDoyNyswMzowMGlBv+0AAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTktMDQtMjNUMjE6MDA6MjcrMDM6MDAYHAdRAAAAIHRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADh4MTQrMTIxKzY0Noo8ik4AAAAmdEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjA6IENNTUk4IDAwMy4wMDIKwPyPuQAAAD90RVh0cHM6U3BvdENvbG9yLTAAdGVtcGE2NGMxYjJkZjYwNGY4Y2ZhOWFjZjY3MTZhM2NjMTQyNDQ4ODM2MWUuZHZpBUVc/gAAAABJRU5ErkJggg==) charactes of the sequence are equal to ")".

For example, the sequence "((()))" is an RSBS but the sequences "((())" and "(()())" are not RSBS.

Elena Ivanovna, Anton's teacher, gave him the following task as a homework. Given a bracket sequence *s*. Find the number of its distinct subsequences such that they are RSBS. Note that a subsequence of *s* is a string that can be obtained from *s* by deleting some of its elements. Two subsequences are considered distinct if distinct sets of positions are deleted.

Because the answer can be very big and Anton's teacher doesn't like big numbers, she asks Anton to find the answer modulo 109 + 7.

Anton thought of this task for a very long time, but he still doesn't know how to solve it. Help Anton to solve this task and write a program that finds the answer for it!

**Input**

The only line of the input contains a string *s* — the bracket sequence given in Anton's homework. The string consists only of characters "(" and ")" (without quotes). It's guaranteed that the string is not empty and its length doesn't exceed 200 000.

**Output**

Output one number — the answer for the task modulo 109 + 7.

**Examples**

**input**

**Copy**

)(()()

**output**

**Copy**

6

**input**

**Copy**

()()()

**output**

**Copy**

7

**input**

**Copy**

)))

**output**

**Copy**

0

**Note**

In the first sample the following subsequences are possible:

* If we delete characters at the positions 1 and 5 (numbering starts with one), we will get the subsequence "(())".
* If we delete characters at the positions 1, 2, 3 and 4, we will get the subsequence "()".
* If we delete characters at the positions 1, 2, 4 and 5, we will get the subsequence "()".
* If we delete characters at the positions 1, 2, 5 and 6, we will get the subsequence "()".
* If we delete characters at the positions 1, 3, 4 and 5, we will get the subsequence "()".
* If we delete characters at the positions 1, 3, 5 and 6, we will get the subsequence "()".

The rest of the subsequnces are not RSBS. So we got 6 distinct subsequences that are RSBS, so the answer is 6.

At first, let's simplify the problem: let our string consists of *x* + *y* characters, begins with *x* characters "(" and ends with *y* characters ")". How to find the number of RSBS in such string?

Let's prove that this number is equal to ![https://espresso.codeforces.com/b61b32e9e62b166b135e575311807bfd5a0d0596.png](data:image/png;base64,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). It's easy to observe that this formula also means the number of ways to match the string with the sequence of zeros and ones of the same length, which contains exactly *x* ones. Now prove that for every such sequence of zeros and ones we can find an RSBS subsequence. How can we do it? Let's consider it on the example of the following string:
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Let's include to our subsequence all the opening brackets that match zeros and all the closing brackets that match ones. In our example, we include brackets number 1, 3, 5 and 6, so we get the subsequence "(())", which is an RSBS.

Why every sequence we got in this way is an RSBS? Let the number of ones that match closing brackets is equal to *z*. So *x* - *z* ones match opening brackets (because we have *x* ones, as we remember) and, therefore, *z* zeros match opening brackets. So the number of opening brackets is equal to the number of closing brackets in our subsequence. Also opening brackets appear earlier than closing brackers. So such subsequence is always an RSBS, and the statement above is proved.

Now we must understand how to solve the entire problem. Let's iterate over an opening bracket that is the last opening bracket in our subsequence. Now observe that only opening brackets may come before this bracket, and only closing brackets may come after this bracket. The rest of the brackets will definitely not appear in the subsequence. Let's count the number of opening brackets before the iterated one, incluing the iterated one (let this number is equal to *x*), and also the number of closing brackets after the iterated one (let this number is equal to *y*). To calculate these numbers, we can precalc them for all the positions in ![https://espresso.codeforces.com/a9e52a3aa139b288bbd0be22431bc50717f5456f.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACUAAAATCAQAAAC9tAw4AAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBcUDjdZW4lHAAAAEGNhTnYAAAArAAAAFgAAAAMAAAACcfXz/QAAAjpJREFUOMuF09tPznEcB/DX83se1ZNDU1hyCkUmsZFhDtkcbjTRGhv/grkwXLHZzFy1OVyYf4ALNuMGmwsXZgvNIcyxkKYmLat11OPm169H6Hlfffd5f86f9zduDDkWWGC2hB4p6dig0jsj/oVFqrUYIB4a4tarkW/QDNVKvTYUOS+13Q29/o0uhdZoGi2e67BzlgtAoSuOhG9ynLTBRMhxYtQjywlXFaWR1Z5aFr63OivLxNiqXjJArTr12tKoN3KtCwff6YnBDKkazVQRKHbEPY//oAZNMhcUKPU8shdZbbqYIpVWSkb2bl9sTtin2NFx1ykwJVx7sZj2yLpJngPuyPXVbt3OR5d+b1tgj1ZN4xoukfQRzNFnILSW++i9GjPc0uCVXSZHER1mB8p90PVHokCV756BfL2RLIa8U+aT24ZRaMCvKOan7ITJ2tJMsNh2N30IDz0SDd+AdR7qREKll/qimCFZgR8S43o6aNBlw2G1rIgflq9UYzj4MveNSTypP/BAadot2GGvU9H2OiVNStthTnjPjXo1WGV+yEzVE7ggX1XU0Q6HnHU9Cm41La3Qau3aELPWIz0WRlue63Nci3a1Av2K1ahw2e00afTb5nUk3zrN7oJCebK1ag5b2O9JDDHzlBuR0uHtX9/2uG6XwvciPTrC3ZTp8iU8WJEzTsuIlS7Ky+Cz3zGxIGOqF17YMqHHLCtck4pnTJXSYqOfvv+Hz1btucYxXUyEPt8s8XmckEdRgvtS/AZffJukZauayAAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxOS0wNC0yM1QxNzoxNDo1NSswMzowMOD6ImEAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTktMDQtMjNUMTc6MTQ6NTUrMDM6MDCRp5rdAAAAIXRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADI4eDE0KzExOSs2NDecSmD1AAAAJ3RFWHRwczpMZXZlbABBZG9iZUZvbnQtMS4wOiBDTU1JMTIgMDAzLjAwMgoxF5a7AAAAP3RFWHRwczpTcG90Q29sb3ItMAB0ZW1wYTllNTJhM2FhMTM5YjI4OGJiZDBiZTIyNDMxYmM1MDcxN2Y1NDU2Zi5kdmnbsjGeAAAAAElFTkSuQmCC) using prefix sums.

Now, we have reduced our problem to the already solved, because we have *x* opening brackets and then *y* closing brackets. But we also have an additional condition: we must necessarily take the last opening bracket. So the answer is equal to ![https://espresso.codeforces.com/d75c4d55b68b3f1e13ee5b8859ddb06471694e7a.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAYCAQAAAAb6sYQAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBgEIQSw0mMaAAAAEGNhTnYAAAA/AAAAGwAAAAUAAAAB4k18/AAAAv5JREFUSMe91k1sVFUYBuBn7kz/xunPDK1tKW1BFtU0QWOttURNULupMYagEXdGE8PGvSuXLjXRxMQlCyLGaIhSSVwoG5CFNG2xMZRqRWgp0GJ/KP2fcdHLZAY6MF3U926+89375j3fe757zom6i7i0jM0Rl5FWPKrs9Y414yhVYWUjHYSvmx1UUZD8ql1bkGKHNr2awom+qTlX7FFHXLSAQI0ygRqxHHKj8pxRhSoQES0gNuYnt8J4xkVHpCCGqHdd1S+jwosSdrtip4jPrIeEXINrvaDDV4b1aHS0gFyQE5/T6T2fWA/QodMJaTxu2Q/aNLggg7iUlJS4GikpSTH7jGrRIqJHpUB1+M3GU7NJtWnf2m8fMVGHnXcNXHZHhTrn/eq0dV2elcZz6twQseQbQ1pV6pfQ6juPeMOObN0Rc772731yVw07bDBmt04fhsklEY+JGVEmacJZv4GMX4wgY9G6g8Zc96RyoxYcz7MsbTFk5OO0jzTFdIu6FKY+cFPGjDVd5k1YthxO4rb5nAaZldBr3Iy0hU1WrExSpRoJC6HsH8p0BTpNZgv/Xal//OiANUN5yx3JGfW54RXPG7BaoD3a9BpQ5yWlYWbKtK6YdiPZrutTagXllu7xfDEbt3rbF/aY8bNCGAqnGsnauWrSE4F613N2h5XQtnycdCUbl6rW4WVfGvUwZHKiKU0x1dm6CmMlJx71qaR+0w9l5cvOK4kp2RKJjAkTW+Rs8EqCTbtpOxBYDcxK5PXa9iCi1lzgb/X/g1ig1p+BIY3Ktl2sXL0LgTOqNWzJkKQagZT4Fli7VDoX02/aU8aKJEV1q7XHbevafVz0D/C0CYOBW07pKXgM3osGSX1WdTrjZhF/6AZKHXDCLDQ67pkiaXEJEZ97X/4B+WDsd0ztBuGaYw4VuQJpJVJaDAi05l0dCiPhdUdNCe0b06TdcBE3qNe85Y5uJ+3U7K+C97FcCw+Z9L3MXbG0SxqNh6fXg1CuwZxBe8WcvW/D3gyVqpyyBv8B5vbRoTzGhnYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTktMDQtMjRUMDE6MzM6MDQrMDM6MDB0zkPXAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDE5LTA0LTI0VDAxOjMzOjA0KzAzOjAwBZP7awAAACF0RVh0cHM6SGlSZXNCb3VuZGluZ0JveAA0MHgxNysxMTkrNjQ2dCnFhQAAACd0RVh0cHM6TGV2ZWwAQWRvYmVGb250LTEuMDogQ01FWDEwIDAwMy4wMDIK+Fw0eAAAAD90RVh0cHM6U3BvdENvbG9yLTAAdGVtcGQ3NWM0ZDU1YjY4YjNmMWUxM2VlNWI4ODU5ZGRiMDY0NzE2OTRlN2EuZHZp1XEmfwAAAABJRU5ErkJggg==), not ![https://espresso.codeforces.com/aa956d9cb52ae2ee9a6c9955270b08a8efb5fa6f.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAXCAQAAADJ5yUQAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBgEIQXH1VOMAAAAEGNhTnYAAAAtAAAAGQAAAAUAAAABGOBH6wAAAohJREFUOMul1MtrXGUYBvDfOXMmyUymF+PYZkacOlWpOGoSSU0LogQEQaGKlq6ECoobl12Ught37vwHBBFRRITWSzaRirgwDbRUm1QRjZpWG1OatJlMbJrLTBdzGmfqzKL1WX3f+z7Pe/su1FH0sk6tkfWKsKWn22uK9WWdsM1BZ11DQrdQQqqB3iHbsAukY1VgyRkH9UACoTdcNIJuw/rtlbNPym+xdJNHjKnF4n77PGBC1qt+MaVkt3G1EIMe8zkYcNlXnlNTthUpGd3SOmRkZHTKypk1LLDLU1Zw1B59REIHnDSLwK/mFQQmjFrX5SV5VZsMWFMVmvStUw4ZVzPgJ0u4YNIBpyNFgw6DmivWlFzxl4yasi8kVeVUvacqsKwibacPhB52PG79G2+5J7JHaEp9XkeM6XNO0hPOWLAAuiyZU41lKTUVD7nX2djys6ShyG4zLscV/aHgpJxnnHe+6aT+xYxj9rrfVediy5xLhiIlP1oHVe/rtCwp8k+DdMXfDbv9Zo07YlQltqyZ8WCk19cbpKqrWLHSdO3mfbrRWKBXSo9ZH274a+YMRbbE9bRHPfwN0bsKVn3mWgNjQTKSdGsom2xhTYZN07hdhFZDZen/HahHJTRte9Px3k49Wb+HJuRveU7N6NBrMvSdHtvakgJbbBa6Q1dbTs5WJyKnLCr5s02Yx+UVLAoVvW2xJetRc06HLjru6TZTukuvL60adEI5/pFuRsKwEfOww8dKLUkpm/GO12nz2dLvI/m6e9pRL7Yc+LrQnXb4XkJBogWj0ws+ceFGnmMueb5Fe096U5+Esj7FFk8p8KxpI/UO65mn3G3a2n/y5VX84D6BsZueMqRtN2oZrgNfIrF9mevXtAAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxOS0wNC0yNFQwMTozMzowNSswMzowMNK5SGMAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTktMDQtMjRUMDE6MzM6MDUrMDM6MDCj5PDfAAAAIXRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADI5eDE2KzExOSs2NDZeHjSKAAAAJ3RFWHRwczpMZXZlbABBZG9iZUZvbnQtMS4wOiBDTUVYMTAgMDAzLjAwMgr4XDR4AAAAP3RFWHRwczpTcG90Q29sb3ItMAB0ZW1wYWE5NTZkOWNiNTJhZTJlZTlhNmM5OTU1MjcwYjA4YThlZmI1ZmE2Zi5kdmmevva3AAAAAElFTkSuQmCC), because on the position with the last opening bracket we must put a zero. So we must put *x* ones on *x* + *y* - 1 positions instead of *x* + *y* positions.

Time complexity is ![https://espresso.codeforces.com/ce8033aa3fa1bf15b6ce927eb5feca373632b0ff.png](data:image/png;base64,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) (logarithm is to divide by modulo, that is necessary to calculate the number of combinations).

1. **#include**<bits/stdc++.h>
2. **#define** pb push\_back
3. **#define** **int** **long** **long** **int**
4. **#define** vec **vector<int>**
5. **#define** REP(i,a,b) **for**(i=a;i<b;i++)
6. **using** **namespace** std;
7. **int** mod=1e9+7;
8. **int** fact[3000001];
9. **void** factorial()
10. {
11. fact[1]=1,fact[0]=1;
12. **for**(**int** i=2;i<3000001;i++)
13. fact[i]=((i%mod)\*(fact[i-1]%mod))%mod;
14. }
15. **int** inverse(**int** n)
16. {
17. n%=mod;
18. **int** b=mod-2;
19. **int** res=1;
20. **while**(b>0)
21. {
22. **if**(b&1)
23. res=((res%mod)\*(n%mod))%mod;
24. n=((n%mod)\*(n%mod))%mod;
25. b>>=1;
26. }
27. **return** res%mod;
28. }
29. main()
30. {
31. ios\_base::sync\_with\_stdio(**false**);
32. cin.tie(NULL);
33. cout.tie(NULL);
34. factorial();
35. string s;
36. cin>>s;
37. **int** n=s.length();
38. **int** l=0,r=0;
39. **for**(**int** i=0;i<n;i++)
40. **if**(s[i]==**')'**)
41. ++r;
42. **int** ans=0;
43. **for**(**int** i=0;r;i++)
44. {
45. **if**(s[i]==**'('**)
46. {
47. **int** res=fact[l+r]%mod;
48. res=((res%mod)\*(inverse(fact[l+1])%mod))%mod;
49. res=((res%mod)\*(inverse(fact[r-1])%mod))%mod;
50. ans=((ans%mod)+(res%mod))%mod;
51. l++;
52. }
53. **else**
54. r--;
55. }
56. cout<<ans%mod<<**"\n"**;
57. }

Code 2:

1. **#include<cstdio>**
2. **#define** MN 200000
3. **#define** MOD 1000000007
4. **char** s[MN+5];
5. **int** f[MN+5],v[MN+5];
6. **inline** **int** inv(**int** x)
7. {
8. **int** r=1,y=MOD-2;
9. **for**(;y;y>>=1,x=1LL\*x\*x%MOD)**if**(y&1)r=1LL\*r\*x%MOD;
10. **return** r;
11. }
12. **int** main()
13. {
14. **int** i,l,r,ans=0;
15. scanf(**"%s"**,s);
16. **for**(i=f[0]=1;i<=MN;++i)f[i]=1LL\*f[i-1]\*i%MOD;
17. **for**(v[i=MN]=inv(f[MN]);i--;)v[i]=1LL\*v[i+1]\*(i+1)%MOD;
18. **for**(i=l=r=0;s[i];++i)**if**(s[i]==**')'**)++r;
19. **for**(i=0;r;++i)s[i]==**'('**?(ans=(ans+1LL\*f[l+r]\*v[l+1]%MOD\*v[r-1])%MOD,++l):--r;
20. printf(**"%d"**,ans);
21. }